
Western Kentucky University Western Kentucky University 

TopSCHOLAR® TopSCHOLAR® 

Masters Theses & Specialist Projects Graduate School 

5-2023 

Source Code Plagiarism Detection Using JPlag & Stack Overflow Source Code Plagiarism Detection Using JPlag & Stack Overflow 

Data Data 

Sudheer Yetthapu 
Western Kentucky University, ysudhirreddy@gmail.com 

Follow this and additional works at: https://digitalcommons.wku.edu/theses 

 Part of the Data Storage Systems Commons, and the Systems Architecture Commons 

Recommended Citation Recommended Citation 
Yetthapu, Sudheer, "Source Code Plagiarism Detection Using JPlag & Stack Overflow Data" (2023). 
Masters Theses & Specialist Projects. Paper 3620. 
https://digitalcommons.wku.edu/theses/3620 

This Thesis is brought to you for free and open access by TopSCHOLAR®. It has been accepted for inclusion in 
Masters Theses & Specialist Projects by an authorized administrator of TopSCHOLAR®. For more information, 
please contact topscholar@wku.edu. 

https://digitalcommons.wku.edu/
https://digitalcommons.wku.edu/theses
https://digitalcommons.wku.edu/Graduate
https://digitalcommons.wku.edu/theses?utm_source=digitalcommons.wku.edu%2Ftheses%2F3620&utm_medium=PDF&utm_campaign=PDFCoverPages
https://network.bepress.com/hgg/discipline/261?utm_source=digitalcommons.wku.edu%2Ftheses%2F3620&utm_medium=PDF&utm_campaign=PDFCoverPages
https://network.bepress.com/hgg/discipline/144?utm_source=digitalcommons.wku.edu%2Ftheses%2F3620&utm_medium=PDF&utm_campaign=PDFCoverPages


  

     
 
 

            SOURCE CODE PLAGIARISM DETECTION USING  
                                 JPLAG & STACK OVERFLOW DATA 

  

 

 

 

                  A thesis submitted in partial fulfilment of the requirement for the degree 

             Master of Science, Computer Science 

  

 

 

 

        Department of Computer Science                               

                                                       Western Kentucky University   

          Bowling Green, Kentucky 

 

 

 

                                                                By 

                                                Sudheer Reddy Yetthapu 

 

                                     May 2023 

 



 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
            
 
Date Recommended ______________________ 
 
 
_______________________________________                                                    
Chair 
 
 
_______________________________________ 
Committee Member 
 
                      
_______________________________________ 
Committee Member 
 
 
_______________________________________ 
Committee Member 
 

 
 
 
 
 
 
 
 
 
 
 
  
 
 _____________________________________________ 
              Associate Provost for Research and Graduate Education 

DocuSign Envelope ID: 5CB318B7-0EB6-4F1A-88C3-F64E8B17C127

4/17/2023

SOURCE CODE PLAGIARISM DETECTION USING JPLAG & STACK OVERFLOW DATA
Sudheer Reddy Yetthapu



   iii 

 

  ABSTRACT 

              SOURCE CODE PLAGIARISM DETECTION USING  

                        JPLAG & STACK OVERFLOW DATA 

 

 

Advancements in computer technology and internet services have led to the availability of 

vast amounts of information like videos, articles, research papers, and code samples. Free 

online information will increase the possibility of plagiarism and collusion among students. 

People can commit plagiarism in both text and code [1], as tools used to detect plagiarism 

between texts and between codes are distinct. Traditionally plagiarism in code is detected 

using manual inspection, which is a tedious process and misses to compare code from 

previous submissions and external sources. To overcome this issue, systems that can 

automatically detect plagiarism in code were developed [6]. JPlag supports Java, C, and 

C++ languages, and it is one such system that automatically finds pairs of similar programs 

among a given set of programs [3]. JPlag code plagiarism checker is implemented 

successfully in many organizations in the field of Education, Patent applications, software 

industry. This paper discusses in brief 1. various plagiarism software, 2. in-depth analysis 

of JPlag comparison algorithms and their performance, 3. We are extending JPlag 

functionality to compare source code with stack overflow database. 
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 Fig. 16: Displays similarity score results. 

We can manually inspect code comparison by selecting the individual student's name and checking 

the plagiarised parts of the code. 

 

    Fig. 17: Displays side-by-side comparison of the code. 
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6 Framework 

JPlag Plagiarism detection using stack overflow database uses Azure SQL Edge within a Docker 

container connected to Azure Data Studio. The project uses a Spring Boot framework for the 

frontend UI and Java programming logic for the backend. Data is pulled from the database through 

Frontend UI as a one-time operation, converted into individual files, indexed, and stored on the 

local system for comparison.  

6.1 Framework Explanation: 

1. Pull the data from the Stack Overflow database hosted on Azure SQL Edge (Docker), 

convert the relevant code snippets into individual files, and index and store the files on the 

local system. 

2. The user uploads a Java or a .zip file through the frontend UI built using Spring Boot and 

Thymeleaf. 

3. The front end communicates with the backend Java program using a RESTful API and 

sends the uploaded Java files for processing. Typically, communication uses JSON data 

format, which is lightweight and easy to parse in both JavaScript (frontend) and Java 

(backend) environments. 

4. The backend Java program splits the uploaded Java files and code snippet files using 

JPlag’s tokenization process. 

5. The backend Java program compares the token sequences of the uploaded Java files 

between them and against the locally stored code snippets using JPlag’s comparison 

algorithm. 

6. The backend Java program analyses the results and generates a similarity score for each 

compared pair. 
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7. The similarity scores and comparison results are displayed on the front end, showing the 

UI results. 

       

      Fig. 18: Displays Framework Diagram. 

 

6.2 Frontend Spring Boot Framework 

               

        Fig. 19: Displays Frontend Spring Boot framework and flow diagram. 
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The user interacts with the frontend Spring Boot Framework to perform operations. Thymeleaf 

templates represent the HTML views that make up the user interface. Controller 

(JPlagController.java) handles user input and interactions, managing the data flow between 

Thymeleaf templates and services. RESTful API calls are made from the front end to communicate 

with the backend Java program. 

6.3 Backend Java Program Framework 

  

         Fig. 20: Displays backend comparison logic framework. 
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7 Results 

Pulling 10000 records from DB takes 3 seconds; comparing the top 1000 results with the student 

files takes 1 second. 

          

      Fig. 21: Displays the time taken to pull and compare 10000 records. 

 

Pulling 55660 records from DB takes 9 seconds and comparing the top 5000 results with the 

student files takes 3 seconds. 

         

        Fig. 22: Displays the time taken to pull and compare 55660 records. 
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8 Conclusion 

In this research paper, we have described the implementation of code comparison between 

submitted student assignment Java files against a stack overflow database. The system was tested 

on seven Java programs and showed promising results in detecting code similarities between Java 

programs and stack overflow databases. Programs that are 100% similar are detected almost 

perfectly. For partially plagiarised programs, the system detected the areas where similarities exist 

between the comparing program and the database. The system found 0% similarity results for two 

different programs, and if it did not find any match from the stack overflow database.  We have 

also implemented a user interface to pull data from the database, view old results, upload a file or 

zip file, code comparisons, and see the results. 

 

9. Future Research 

We have limited research on Java programming code comparison research for this study. Future 

research needs the implementation of other programming languages like C, C++, and Python. 

Additional research can extend the study to include more code repositories like stack overflow, 

which will broaden the comparison search to cover a wide range. 

There are a couple of areas where researchers can extend the study to improve the efficiency of 

the JPlag. 

1. Increasing similarity score 

2. Improved pair-wise comparison 
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9.1 Increasing similarity score. 

The similarity score is a quantitative measure used to evaluate the degree of similarity 

between two pieces of source code. The similarity score helps to identify cases where one 

or more individuals have copied code from another source. One can represent the similarity 

between two items, texts, or concepts as a percentage score ranging from 0% to 100%, with 

a higher score indicating a higher degree of similarity. Researchers use algorithms and 

techniques such as Token-based, Tree-based, and Graph-based methods to compute 

similarity scores. Limitations like detecting code paraphrasing, sensitivity to superficial 

changes, false positives, and false negatives affect the similarity score.  

Future research to obtain a more accurate and reliable score and overcome these 

limitations, here are some topics I am interested in working on to improve the similarity 

score. 

9.1.1 Weighted similarity metrics 

Generally, we use a simple similarity score based on the length of common substrings—

we can consider research to develop weighted similarity metrics to consider the importance 

of different code elements. For example, more weight to function calls, loops, or other 

constructs that indicate the overall code structure and logic. 

9.1.2 Semantic similarity 

Researchers can conduct further studies incorporating semantic analysis to compare 

similarity scores. This study involves analysing Abstract Syntax Trees (ASTs) or Control 

Flow Graphs (CFGs) of the source code to capture the underlying semantics and compare 
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the code at a higher level of abstraction. This study could make the similarity score more 

robust to syntactic variations and code obfuscation techniques. 

9.1.3 Local and global similarity 

A study can be considered developing techniques that consider both local and global 

similarities between code snippets. Local similarity focuses on small code segments, while 

global similarity captures the overall structure and logic of the code. Combining these two 

perspectives gives us a more comprehensive understanding of the code similarities. 

Exploring these research topics helps to develop more accurate and reliable similarity 

scores. 

 

9.2 Improved pair-wise comparison 

Pair-wise comparison is an essential part of plagiarism detection. The pair-wise 

comparison involves comparing each source code file in the folder with every other 

program file to identify similarities. We can improve the accuracy of plagiarism detection 

by increasing the number of pair-wise comparisons. 

One solution to improve the speed and accuracy of pair-wise comparison is implementing 

Locality Sensitive Hashing (LSH). LSH works on the principle of the approximate nearest 

neighbour search algorithm. It helps to find similar items in high-dimensional data quickly. 

We can implement the LSH concept in JPlag to speed up the comparison process on large 

datasets by quickly identifying potential matches before performing the Greedy String 

Tiling (GST) algorithm.  
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